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Abstract. The practice of software development has evolved considerably in 

recent decades, with new programming technologies, the affordability of 

hardware, pervasive internet access and mobile computing all contributing to 

the emergence of new software development processes. The newer process 

initiatives, which include those which are sometimes referred to as agile or lean 

methods, have brought with them new terms, which sometimes reflect the 

introduction of novel concepts. Other times, new terms correspond to long 

established concepts that have been repackaged. The net position is that we 

have a proliferation of language and term usage in the software development 

process domain, a problem which has implications for assessors and assessment 

frameworks, and for the broader community. In this paper, we explore this 

problem, finding that it is worthy of further research. Plus, we identify a 

technique suited to addressing this concern: the establishment of a canonical 

software process ontological model.  

Keywords: Software Engineering, Software Development Process, Software 

Development Roles, Specialised Communication, Terminology, Ontology. 



1   Introduction 

Software development is a complex activity [1] that is highly sensitive to human 

interaction and team work [2]. We should therefore pay very careful attention to 

human communication mechanisms, including language and terminology. The 

concern of the authors of this paper is that we are perhaps not paying sufficient 

attention to the area of language and terminology in software development, and in 

particular our focus is on a potentially large, latent terminology problem concerning 

software development activities and roles. That a terminology problem may exist in 

our field ought not to come as any major surprise – our domain has witnessed rapid 

expansion over the past thirty years, an expansion that has been fueled by innovation. 

Such innovation is very welcome and a foundation for many of the advancements 

witnessed, and with it comes diversity and innovation in use of language. It is for this 

reason that we have iterations that are sometimes called sprints, team leaders that 

might be considered to be ScrumMasters, use cases that some might confuse with 

user stories, and reviews that some refer to as retrospectives. This type of drift in 

terminology is not always accompanied by expansion of the underlying concepts and 

therefore, it could be claimed that some new terminology is neither required nor 

desirable.  

The importance of systematic terminology work is of concern to many fields of 

endeavour with the result that methods have been developed to help address issues 

related to language diversity. One technique that can be employed to address issues of 

terminology diversity is the grounding of a set of terms in a conceptual framework 

called an ontology. An ontology sets out by first identifying the concepts of 

importance to an area of interest, an important step as this can help to interrelate 

terminology which has emerged in a field. Thus, the ontological focus is first on the 

concepts or meanings of interest in a field and thereafter in the terms associated with 

these meanings.  

In this paper we briefly examine the scale of the terminological problem in software 

development processes (Section 2) and introduce the methods of systematic 

terminology concept-orientation (Section 3). Section 4 presents a discussion on the 

implications of our initial research findings, with Section 5 containing the conclusion.  

2 Software development language and terminology 

A key question to ask in the early stages of any research effort is: Does the envisaged 

problem appear worthy of research? Correspondingly, our primary work to date has 

focused on just this question. Although our research remains at a nebulous stage, our 

present findings indicate that there is problem regarding software process terminology 

and that this problem extends into the identification of various software development 

roles. In this position paper, we seek only to very broadly scope the problem such that 

readers can gain an initial appreciation for the impact and nature of terminology drift 

in the software development space. In undertaking our research, we have looked to 

the early days of software development, seeking to identify the origin of some of the 



central concepts and terminology in our field. This search, which is far from 

complete, has rendered the view presented in Figure 1. 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

Fig. 1. Software Terminology Landscape – A process and role viewpoint 

The software development process – or software process as it is sometimes 

shortened - exists as a documented concept since at least the early 1960s [3]. More 

recently, the agile software development community has opted for the term method to 

identify the software process or aspects of the software process, though it has been 

observed by one of the agile founding fathers that the terms method and methodology 

should be replaced by the term agile software development ecosystems [4]. Perhaps 

the inclination to describe the process as a method or methodology in the agile domain 

emanates from the concept that the agile structure adopted should be of a barely 

sufficient nature [4], containing only as much process as is beneficial, and therefore 

the use of the term method or methodology sets the agile approach apart from more 

comprehensive process elaborations – if this was the intention, then it could have 

probably been satisfied just as well (and with less recourse to terminological debate) 

through use of an alternative label, perhaps: agile software process. Whatever the 

case, and whatever your process or method or methodology or ecosystem persuasion, 

that such debate and deviation exists concerning the labelling of the domain itself is 

indicative of intrinsic terminology issues in our field – if we cannot agree on the name 

for the domain, it does not bode well for our ability to consistently apply terminology 

in identifying concerns within the domain – including the roles involved in producing 

software.  



When it is considered that the term method has a long-established and very 

specific meaning in programming [5], it could be suggested that it was unhelpful to 

overload the term method when labelling an agile software development process. 

Concerning the adoption of the term agile method, it may be the case that this 

terminological divergence from the more traditional process term was considered 

important by early agile innovators as a mechanism to distinguish the agile 

development philosophy from its precursors. Central to this innovation is the degree 

of agility enabled by agile methods, a point that is well made by Barry Boehm and 

Richard Turner [6]. Though, on the subject of language, it is worth highlighting that 

the juxtaposition of the terms Agility and Discipline in the title of Boehm and 

Turner’s work is unfortunate as it carries with it the implicit suggestion that agile 

software development is something that is not disciplined or which may not require 

discipline (which of course is not the case, and which one suspects was not intended 

by the authors). And this is not an issue that is evident only in Boehm and Turner’s 

work – one of the primary advocates for agile software development, Jim Highsmith, 

has employed an equally unsatisfactory juxtaposition when outlining the difference 

between the two camps as balancing Flexibility and Structure [4]. Of course, 

flexibility is not achieved through the removal of structure, rather it is achieved 

through the adoption of structures that support flexibility – and one suspects that this 

is a further instance of unintended language implications from the perspective of the 

original author. So, all around we appear to have some lack of clarity with respect to 

term usage and even a weak concept-to-language coupling, and this is something 

which the authors consider to be leading to misunderstanding in our profession in 

general, the full cost of which could be greater than many might expect. 

Two concepts that appear to be central to many software development process 

models are iterations and increments. Iterative software development, which is a core 

feature of agile software development, is a not an invention of the agile movement 

[7], and along with incremental development, it has been noted as beneficial for 

software development since at least the 1960s [8], [9]. Indeed, some in our field may 

be surprised to learn that the waterfall model [10] also caters for iterative 

development – a fact which the authors suspect may be largely over looked in some 

quarters. The basic point here is that the iteration and increment concepts are long 

established in the software development domain. Yet, these concepts are not 

necessarily immediately or intuitively obvious across all life cycle models – at least 

not from a language and terminology perspective. Perhaps the most obvious example 

is to be found in the term sprint. A Sprint is “an iterative cycle of development work” 

[11] and as such, is essentially the same concept as an iteration (in Royce’s Waterfall) 

or cycle (in Boehm’s Spiral [12]). One could therefore legitimately claim that a sprint 

could have been described using existing terms - perhaps as a short iteration - and it 

is not difficult to see how such language use would have benefited those hordes of 

software developers already familiar with the term iteration. Even today, one suspects 

that the exact relationship between a sprint and a traditional iteration is not entirely 

clear to all in our field. Those outside our field could not be blamed for seeing no 

relationship whatsoever from looking at the terminology employed.  

Beyond the inconsistent use of terminology across various software development 

processes, in recent times we have the added confusion that there would appear to be 



an inreasing tendency to create new titles for individual actors (or software 

development roles). In [13] we are told that “the ScrumMaster fills the position 

normally occupied by the project manager” with the ScrumMaster responsible for 

managing the Scrum process but not for the definition and management of the work 

itself. However, it has been observed in some case studies that pure self-organisation 

can be difficult to achieve in practice, with the theoretical disjoint between work 

management and process management being difficult to realise in some Scrum 

environments where teams may need a team member pushing the workload towards 

completion [13], [14] or where the ScrumMaster may tend to naturally assume this 

authority [15] (though it should be noted that [13] puts this issue down to a failure to 

implement Scrum correctly). It is therefore the case, that at least in some cases, the 

ScrumMaster may – even if incorrectly so – operate as a traditional project manager.  

Advocates of Scrum have legitimised this role naming with the assertion that the 

ScrumMaster needs to be distinguished from the traditional Software Project Manager 

role (which has existed at least since the 1960s [16]), that their authority should 

essentially be indirect, with their knowledge and policing of Scrum practices being 

the limit of their power [13]. This being the case, the role of traditional process 

manager (for which the following definition has been suggested: “to provide 

information to specialise and instantiate the process model, and to activate and 

monitor the execution of this instantiated model” [17] would appear to overlap greatly 

with that of a ScrumMaster, thus questioning the need to introduce another new role 

title. Even in rugby, from which Scrum claims to draw its inspiration in metaphor, 

there is no such role as a ScrumMaster (there is a Scrum Half, who has varying 

degrees of authority in terms of calling different pre-planned plays at different times). 

So the software process terminology issue is broad, it is not just concerned with the 

adoption of different terms for similar (or equivalent) concepts across different 

software process models, it also extends to the terminology adopted for different roles 

within software development teams.  

Further examples of issues related to terminology may be found in the treatment of 

software requirements, which may sometimes be referred to as requirements, other 

times as use cases, other times again as user stories and features (and one expects 

many other labels besides). With the passing of time, what was once the single 

homogenous software requirements activity has come to be tackled using a variety of 

different techniques. The term software requirements is in use at least as early as 1965 

[18] and was quite possibly common parlance for some time prior to that point. Use 

Cases can be adopted when gathering requirements and have been reported to have 

“fulfilled the role of software requirements well” [19]. Within agile software 

development there would appear to be a number of terms used for the purpose of 

identifying software requirements, many of which appear to be related to the use case 

concept. In Adaptive Software Development [20], the term feature is preferred with a 

number of features constituting the scope (and a number of features may be required 

in order to deliver a single piece of functionality). Feature Driven Development 

(FDD) [21] adopts a similar convention, where features are small client-valued 

functions that can be delivered in two weeks and where sets of features may be 

utilised to deliver higher level complex functions. Consequently, on the evidence 

accumulated in our cursory investigation, a significant research effort might be 



required just to harmonise the current software requirements concepts and 

terminology. The broader process terminology issue is certainly current and if 

anything, our findings suggest that we may have a large and perhaps mostly latent 

terminology problem – and to answer the question we set forth at the start of this 

research: Does the envisaged problem appear worthy of research? Our conclusion, 

based on early efforts, suggests that it is a problem worthy of further research.   

3   Terminology and Ontology  

In order to reduce a terminological problem, the common approach is to retrieve and 

store already existing terms, approve definitions and, if necessary, coin new terms. It 

is what the terminology science call systematic terminology work. In this case, we 

propose applying this to software development process terminology. To address this 

task, there is no need to start from scratch. As we have illustrated in Section 2, many 

terms are already in use and, in some cases, may be confusing users. The first step 

would be an assessment of the field of knowledge by identifying and evaluating the 

preexisting related resources. For example, the ISO terminology about software 

process, to be found in the official ISO Online Browsing Platform [22] or the 

International Software Testing and Qualifications Board Glossary [23], just to 

mention two examples. The reliability of such resources is a key factor while 

retrieving information.  

The role of the experts is essential in this process. The terminologist can only draft 

the methodology for a successful terminology project. But the software process 

engineers are the experts that have the knowledge to select the best term candidates, 

draft definitions and validate relevant information. A study of the field of knowledge 

will allow the collection of the concepts and terms of this specific field and, thus, to 

develop a conceptual structure of the domain in the form of an ontology. This 

ontology is essential to study the relations between concepts in order to reduce some 

of the problems presented in Section 2.  

An ontology is the collection of concepts and terms in a certain language in a 

specific subject field, but also the formal, explicit (conceptual) models of object 

ranges in a computational representation [24]. According to the ISO, a model of 

product knowledge is achieved by a formal and consensual representation of the 

concepts of a product domain in terms of identified characterization classes, class 

relations and identified properties [25]. An ontology also gives an indication about the 

degree of necessity of a prescriptive approach as it will show if there is proliferation 

of terms for one concept, why this happens and which term candidate is the most 

adequate in each case. The ontological approach will also set the path for the concept 

orientation of the terminology database. It should be highlighted that there is no single 

approach to ontology development that is universally applied, and that tooling can be 

utilised in order to support the development task [26]. 

This ontology approach to the software process conceptual structure would also 

help to delimit and clarify roles and tasks in the working environment. This can help 

not just to harmonise existing resources but also to standardise curricula and skills for 

professions related to knowledge-driven software development.  The software process 



community will directly benefit from a terminology database and ontology to guide 

them through the terminology related to tasks, roles, competences and skills. 

All this work would result in a much-needed, industry standard terminological 

database with an ontology component for knowledge-driven holistic application 

development. The existence of such a terminological database (or TermBase) would 

facilitate lower friction, higher quality development in multi-party projects, and assist 

in tacit knowledge maintenance as teams evolve, and ultimately can be a canonical 

collection of the state-of-art terminology for the software development process that 

could be used as lookup reference tool not only for experts and peers, but also for 

new-comers in the community as well as laymen. 

The effectiveness of ontologies in addressing terminology concerns has been 

demonstrated to be effective in many fields [27] and given the type of findings 

identified in Section 2, there are good reasons to consider its use in the software 

development process space. In the following section, we present some discussion on 

the implications of adopting ontology structures for the software process and software 

development roles. 

4   Discussion 

In Section 2, we demonstrated that there is diversity in the use of language and 

terminology in the software development process domain. This diversity has 

accumulated over the decades, with various waves of process innovation often 

introducing new terminology. For example, we highlighted the new terminology 

introduced in the Scrum process [28], with ScrumMasters and Sprints seeming to 

overlap heavily with the pre-existing concepts of Project/Process managers and 

Iterations. It should not be inferred from the examples that we highlight in this work 

that they originate from process models or approaches that might be considered 

especially problematic from a terminology perspective. Rather, the examples 

employed are often from some of the most important and impactful process 

innovations (for example, Scrum, the Waterfall model and the Spiral model). Through 

looking to some of the most impactful process models, we can also start to get some 

indication of the depth and nature of the diversity of language, and in this case, our 

finding is that a software professional familiar with Scrum may have difficulty 

relating some Scrum terminology to the Waterfall model (and vice versa). Indeed, 

when it is further considered that a wide variety of situational or environmental 

factors inform process selection [29], that processes may be tailored for individual 

project needs [30], and that the software process itself may be continually evolving 

[31], [32], the problem of term usage is perhaps amplified – since a hybrid software 

development process may further confuse language and terminology usage. Our 

general impression is that there is a wide variety of different terminology adopted to 

represent similar or overlapping concepts, and perhaps a lack of clarity with respect to 

the salient concepts of concern across different software development efforts. 

If we accept that diversity exists in software development process terminology – 

and few, we suspect, would argue to the contrary – the debate shifts to examining the 

scale of the diversity and its potential impact. Our initial research in this space 



suggests that there may be a large degree of diversity in software development 

process terminology and we plan further, more expansive, investigations to fully 

evaluate the problem size. However, our initial standpoint is that the diversity of 

terminology is a sizeable problem at present, with implications for many software 

development projects. For large software development undertakings requiring 

multiple suppliers, the absence of a common and cohesive understanding of scope, 

roles and processes may prove to be a challenging and costly issue. All we have to do 

is consider the case where one of the suppliers is working with a process that deals 

with User Stories, Sprints and ScrumMasters. Meanwhile, a second supplier deals in 

the different terminological currency of Requirements, Iterations and Project 

Managers.  

And this is not merely a problem of terminology, it is deeper than just that – it is 

likely to be a problem whereby we have not as a community managed to render the 

core concepts of our field in a universally digestible form (a form which must permit 

the interaction of concepts from different process models and lifecycles in the first 

instance, while the labels and terms adopted in individual process approaches would 

ideally be related to concepts from different approaches). Added into this mix is the 

further suspicion of the authors that there may even an issue concerning appropriate 

levels of completeness of individual understandings of the various software 

development process models that have been proposed. Anecdotal evidence from the 

experience of the authors suggest that there may insufficiencies in understanding for 

the models that do exist – with one example being the Waterfall model which it seems 

may have become associated with single-pass, sequential software development in 

some quarters, even though Royce’s original contribution in fact dedicates specific 

attention to the need to utilize multiple iterations in software development (those 

seeking clarification on this point should refer to [10]).  

This problem of terminology diversity is not just manifested in large multiple-

supplier software projects, it may be a problem for the field in general. Each time a 

company hires a new software developer, there is inevitably going to be some 

distance between the newcomer’s personal dictionary of terms and the established 

practice in the new company. Partly this is a problem of education both within the 

educational sector and also personal professional development, but is also a problem 

that is not assisted by the unfortunate reality that we do not presently have a single 

canonical software development process ontology (incorporating roles) – and 

therefore, associations between individual software development process models are 

difficult to achieve. And this is not a problem that has gone entirely unnoticed in our 

field, for example [33] has proposed an initial ontology for the purpose of ISO/IEC 

Sub Committee 7 (SC7), a welcome contribution in the eyes’ of the authors. Our 

proposal however is greater than just SC7 language and terminology concerns, we 

seek to address the broader software engineering community, large swathes of which 

have (at best) only loose interaction with software engineering standards. 

Furthermore, we have established a cross disciplinary team of expertise that we feel is 

essential to achieving the goal of our research to reduce the problem of unintended or 

harmful terminological diversity in our field. This team includes software 

development process expertise, terminological and ontological specialisms, 

proficiency in knowledge management, and computational linguistics skills. With this 

team, we seek to develop a canonical ontology for software development processes 



which incorporates all major software development process lifecycles and associated 

terminology, with the systematic community-led establishment of a commonly 

accepted set of concepts and definitions for our field (based upon the many sources of 

software process terminology that are presently in existence) and the enablement of 

access to this knowledge store (either directly with queries or through published 

APIs) through readily available channels (such as internet/cloud-based services). 

For the software process assessment community, especially those who are 

regularly engaged in process assessments, there can be a challenge when formulating 

discussions with individuals and organizations in order to establish precisely the 

extent to which a process is enacted, or to understand the boundary to individual roles 

within companies. Therefore, the challenge of process assessment could potentially be 

eased – if only slightly – through the introduction of mechanisms that might improve 

the consistency of use of terminology related to software processes and roles such as 

is proposed by the authors. A cautionary note should be registered concerning our 

proposed undertaking though: it is neither small nor simplex. It is for this reason that 

we have assembled a cross-disciplinary team and it is also the foundation of our 

determination to pursue a community-led approach to the work program. This could 

include, for example, engagement with relatively large numbers of software 

development experts so as to systematically agree concepts, terms and definition. 

Naturally, within individual software development approaches where clarity exists in 

relation to software process terms, we would not seek to redefine individual terms – 

but rather clearly identify their relationship to other process models. Finally, work of 

the proposed nature requires many participants and many years, and therefore 

substantial funding, the pursuit of which is ongoing.   

5   Conclusion 

In this paper, we have provided a brief snapshot of some of the terminology issues 

that exist in contemporary software development. This snapshot suggests that there is 

a large, complex and potentially very costly problem concerning the present 

application of terminology to both processes and roles involved in software 

development. This perceived problem does not have a quick or simple solution but 

rather a solution will require the sustained engagement of multiple disciplines, 

including terminology expertise, software development specialists, knowledge 

management know-how, and computational linguistics. It should also be emphasised 

that it would be a folly to attempt to eliminate the problem, but that the challenge is to 

reduce the problem to more manageable proportions. 

Our proposal is to systematically develop a canonical software development 

process and roles ontology. In this proposed community-led work program, the 

contributions of earlier working groups and process initiatives should not be 

overlooked, but rather carefully incorporated so as to maximize the benefit of earlier 

important work in this space. The resultant canonical ontology should be capable of 

seamlessly integrating emerging and future software development lifecycles, and it 

should comfortably accommodate the primary process models in active use, including 

more recent innovations in agile and lean software development. Such an ontology 



can be used in educational settings, in professional training programs, it may be 

integrated into existing software tooling solutions, and also adopted by industrial 

software developers. To draw analogy with an established programming practice, it 

would in a sense represent a refactoring of the terminology and language usage in our 

domain. A refactoring which, we suggest, is overdue and essential to future smooth 

and professional operation of our field, including but not limited to those involved in 

process assessment.  
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